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1. Design Considerations

As the aim of this project, we chose to reduce the data rate as low as possible while maintaining good
sound quality. So we applied a couple of techniques, but most of our efforts were concentrated on
entropy coding, because we believed that it would give the most impressive coding efficiency
improvements.

At first, we concentrated our efforts on basic elaborations of our initial coder; local adaptation of
bitrate, bit allocation scheme, and MS stereo.

Then, we investigated on various entropy coding technologies including Golomb-Rice coding,
Huffman Coding, Arithmetic Coding, and etc. We could have tried advanced techniques such as
context adaptive arithmetic coding, but project term was too short to do that. So, we chose Golomb-
Rice coding on most of custom designed variable length code generation, since Golomb-Rice code is
very flexible and simple to make, and also it is very powerful when the distribution shows roughly
geometric distribution.

2. Encoder Description
The overall encoder operation is the same to the basic MDCT based coder.

2.1 Local adaptation of bitrate by variable frame length

In the conventional audio coding, the bit reservoir is designed to support a locally-variable data rate
and mitigate possible pre-echo effects [1]. However, handling of bit reservoir needs tedious
manipulation of bitstream; some parts of the previous frame shall be stored in the buffer; while
decoding of the current frame needs this buffered previous frame data.

Instead of bit reservoir, we achieved the same functionality by the variable frame size. We put the
frame size in bytes as a frame header, so that variable sized frame could be decoded easily. If the size
of a frame is lower than expected, then the remaining bits can be used for the next frame.

The following pseudo code shows how the local adaptation works with variable data rate demand.

BitsPerFrane = bitrate * (N 2) / sanple_rate;
maxBi t sPer Frame = 2*Bi t sPer Fr ane;

m nBi t sPer Franme = (%) *Bit sPer Frane;

bitsdiff = 0;

for all franes encodi ng
target frane_size = BitsPerFrame + bitsdiff;
if( target _frane_size > nmaxBitsPerFrane )
target _frane_size = nmaxBitsPerFrane
if( target_franme_size < mnBitsPerFrame )
target _franme_size = m nBitsPerFrame



encode a frane, where the target frane size is target _franme_size;
bitsDiff = target _frane_size - encoded bits;

Note that target_frame_size is limited to maxBitsPerFrame and minBitsPerFrame, which are the twice
and half the nominal frame size, respectively.

Figure 1 shows the effectiveness of this technique. It shows the actual generated bits (red line), desired
target bits (blue line) of each frame for the case of 64kbps harpsichord. It should be noted that the
generated bits varies frame by frame, while the average frame size is roughly the same as that of
constant bitrate target. Also, we can encode the sudden re-start of music after a few seconds of silence
with the nearly the twice the nominal target frame size.
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Figure 1. Results of local adaptation of bitrate for 64kbps harpsichord

2.2 Bit allocation

We had two choices of bit allocation schemes; optimal bit allocation and water-filling. While the
optimal one is claimed to be theoretically optimal, it may have some negative effects on the practical
application [1]; negative number of bits might be allocated to some subbands, 1 bits could be assigned
to some subbands (but we can't assign 1bits in our block floating point quantizer based on midtread
quantization scheme).

So, we've implemented “water-filling” algorithm to achieve both the practical and optimal bit
allocation. But, the problem regarding the water-filling was that it doesn't allocated any more bits once



all the subbands have SMRs below 0dB. This may causes some problem especially with regards to
variable length coding, where this bit allocation doesn't work correctly. Thus, we may need to run this
bit allocation routine with far higher target bitrate than the nominal target (refer to the bitrate control
section). Our empirical experiments with harpsichord showed that water-filling generated the same size
of encoded file when the target bitrate is beyond 110kbps.

Our way to cope with this problem is simply not to stop bit allocation on the SMR 0dB, and continue
the bit assigning procedure of water-filling algorithm until the bit pool drains to Obits no matter what
SMR values each subband has. In fact, as long as there are remaining bits, it's better to allocate more
bits and lower SMR always ensures a better audio quality.

2.3 MS Stereo coding
We tried to implement MS stereo coding based on [2]. Thus, the M/S coding is applied when the
average of differences of SMRs of left and right channels over all 25 scale factors are below 2dB.

LR to MS conversion is done as follows;
M = ( L+R) !2;
S = (L-R/2;

MS to LR conversion in decoder side is as follows;
L = MtS;
R=MS;

This LR to MS conversion is applied on MDCT coefficients, and MS to LR conversion would take
place in decoder again on decoded MDCT coefficients, so there's no problem with the frame adaptive
LR/MS coding.

However, the detailed bit allocation proposed in the paper needs to know the masking curves of Mid /
Side channels, while it requires Mid/Side channel basic masking threshold and masking level
difference factor described in [3, 4]. We though that it's too complicated procedure. Hence, instead of
doing the exact procedure proposed in the original paper, we used a simple bit reallocation strategy
here.

If M/S stereo is applied to a frame, we can expect that most of signal energies are compacted into Mid
channel, and Side channel would have less energy. Since we already know the optimal (at least, it is
claimed to be optimal) bit allocation of left / right channels, the sum of left bits and right bits are
reallocated into Mid channel and Side channel for each scale factor bands. The following pseudo code
shows detailed operation.

For each scal e factor band s,
bitsR = rmof right channel of a scale factor band s;
bitsL = rmof left channel of a scale factor band s;
bitsSum = bitsR + bitsL;
energyM = sum of signal energy of Md channel of a scale factor band s;
energyS = sum of signal energy of Side channel of a scale factor band s;



bitsM = bitsSum * energyM/ (energyM + energyS);
if( bitsM> 15 ) bitsM = 15;

else if( bitsM == 1) bitsM= 0;
bitsS = Sum — bitsM

Through this re-allocation procedure, we can assign mantissa bits of Mid / Side channels from the bit
allocation results of left / right channel, while the complex masking threshold calculation of Mid / Side
channels could be avoided.

2.4 Entropy coding

There are Rs, Rm for each scale factor band, and mantissa values for each 512 MDCT coefficients.
However, we didn't care about how to code with Rs and Rm bits since they are only 200 bits in total
and most of bits would be consumed by 512 MDCT coefficients. Hence, the variable length coding is
applied to MDCT coefficients only.

Each mantissa could be in the range between -(2*(Rm-1)-1) and +(2*(Rm-1)-1). With that in mind, our
coding strategy is split mantissa into sign and magnitude except Rm being equal to 2.

Once the sign values (0 or 1) are aggregated to one signal data stream, we could easily apply the run-
length coding followed by Golomb-Rice coding. Moreover, it becomes easier to make codebooks with
absolute values, since the number of possible cases in absolute value is half the cases of the signed
value (e.g. for Rm=8, signed value could be between -127 ~ to +127, total 255 cases, while the absolute
value would be 0 to +127, total 128 cases)

2.4.1 Sign coding - run-length coding followed by Golomb-Rice coding

Since there are 512 MDCT coefficients, we would have 1024 sign values considering stereo. However,
signs of coefficients belonged to subbands having Rm being equal to 0 or 2 are omitted; subbands of
Rm 0 would not be coded, while subbands of Rm 2 would be coded with variable length coding of
signed values.

This stream of 0 and 1 are first run-length coded, then the run-length values are encoded with Golom-
Rice coding with M being equal to 2 [5].

2.4.2 Analysis on the signal distribution of absolute value of mantissa

Figure 2 shows that the actual absolute value of mantissa distribution classified based on Rm values. It
is clear that the distribution of low Rm value was quite similar to geometric distribution, but it isn't like
that with high Rm value. Especially, when Rm is 8 or higher, the distribution becomes quite smeared
over the entire range.
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Figure 2. absolute value of mantissa distribution based on Rm

2.4.3 Code book generation

Initially we thought that each coefficient would be variable length coded, but studying on coding
standards such as MP3 [6] and AAC [7] revealed that most advanced coding standards code together a
couple of MDCT coefficients to form one variable length code word. Hence, more detailed
investigations were carried out on AAC coding standard [7] and open source AAC software FAAC [8].
As aresult, we decided to use variable length code for 2 or 4 tuples of data.

In fact, one AAC code book matches exactly to our usage on Rm 2 case, so we borrowed that code
book. For the code books of Rm 3,4,5,6, and 7, they are generated as follows;

On each entry, we have a codeword, codewordlength, and n-tuple data, where each data ranges O to
2NRm-1)-1).

All the entries are sorted based on the sum of energies of n tuple data (e.g., 4 tuples 0, 2, 3, 1 would
have the sum of energy 072 + 22 + 372 + 172 = 14)

codeword and codewordlength are generated with Golomb-Rice coding [5, 9] with appropriate M
values

(we tried a couple of M values, then selected empriacally).



2.4.4 Rm = 2 mantissa coding - 4 tuples of signed values

Each MDCT coefficients of Rm 2 could be one of -1, 0, and +1, so the codebook of 4 tuples is 34=81
entries. This codebook is used to code four consecutive MDCT coefficients resulting one variable
length codeword.

2.4.5 Rm =3 - 4 tuples of unsigned values

Except the absolute value is used, the coding of Rm 3 coefficients is identical to Rm 2 coefficients.
Since the absolute value ranges 0 to 3, the codebook size is 81 entries, and likewise the previous case,
four consecutive coefficients are encoded to one variable length codeword.

2.4.6 Rm =4,5,6,7 - 2 tuples of unsigned values

Since the number of possible cases increases exponentially as Rm increases, it was impossible to
utilizes 4 tuple codeword. So 2 tuple codeword is applied Rm 4,5,6, and 7, the two consecutive MDCT
coefficients are encoded to one codeword.

2.4.7 Rm > 7 - fixed length coding of unsigned values

For Rm greater than 7, it was nearly impossible to apply the full code word even for 2 tuple code book.
Maybe we could apply escape code followed by a couple of fixed length code to cope with large
signals while the code book size is kept to be small.

However, initial trials with escape code showed some negative effects; the bitrate increased due to so
many cases of larger signals coded with escape code. We suspected that it is due to the fact that block
floating point quantizer normalizes the given coefficient, but not are sure about that.

2.4.8 Evaluation of variable length coding performance

Figure 3 given below shows the effectiveness of our entropy coding. This is how much bitrate is
reduced with the application of variable length coding including sign run-length coidng. Note that for
this experiment, tools like local adaptation of bitrate or iterative bitrate control described in the
following section are turned off for fair comparison.



Compression Fesult
T T T T T

:
| [
[ oskips
s

feinl ol =

compression rate(%)

banjo castanets cello drum gilberto opi harpsichord  malegerman quartet trumpst woice

Figure 3. Bitrate reduction with variable length coding

2.5 bitrate control

All the assumptions we made on the bit allocation was based on fixed length coding, that is 6.02dB
SNR per each bit. However,with the variable length coding, this rule doesn't work at all. There could
be various ways to meet target bitrate with variable length coding, but we wanted to keep it simple.

Hence, we applied iterative control of bitrate to meet the target bitrate with variable length coding
The detailed algorithm is as follows.

First, the target bitrate is set as an argument, and huffman compression is executed. After we get the
compresed file, we can now calculate the difference between the original target bitrate and result
bitrate from the first iteration. Next, if the result bitrate is smaller than the original target bitrate, we
should increase the target bitrate at the next iteration. Conversely, if the result bitrate is larger than the
original target bitrate, we should decrease the target bitrate at the next iteration. To adjust bitrate, we
simply set the difference between current bitrate and the original target bitrate as the adjustment.
Finally, if the difference is smaller than 0.5, the iteration ends. In addition, the iteration is executed ten
times at maximum. The following pseudo code shows detailed operation.



If ( result _bitrate are enough close to target bitrate ) {
We are done

} else if( result_bitrate is snaller that target bitrate ) {
Calcul ate the difference between result bitrate and target bitrate
Add the difference to current bitrate for the next iteration
Restart the whol e encodi ng procedure again

} el se{
Cal cul ate the difference between result bitrate and target bitrate
Subtract the difference to current bitrate for the next iteration
Restart the whol e encodi ng procedure again

We defined “effective bitrate” as the bitrate of the same sound quality without any variable length
coding. This would be a metric of how much our variable length coding increases the sound quality
given the bitrate constraints. Note that for this experiment, local adaptation of bitrate is turned off for
fair comparison.
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Figure 4. effective bitrate
For example, 64kbps banjo coded with variable length coding is about the same sound quality of
105kbps coded without variable length coding. Most of the cases, the effective bitrates are 20~40kbps
higher than the actual bitrate.

3. Bitstream Format

3.1 Top level



Fi | eHeader () ;
while( 'EOF ) {
Frane();

}

3.2 File Header
Fi | eHeader () {

channel s; /1 unsigned 8bits, 1 or 2

sanpl e_rat e; /1 unsigned 32bits, e.g., 44100

t ot al _sanpl es; /1 unsigned 32bits, total nunber of sanples in each
channel

}

3.3 Frame Level

Frame() {
FraneHeader () ;
Scal eFactorl nfo();

Sign();
Manti ssa();
}
3.4 Frame Header
FraneHeader () {
bytes_in_frane; /1 unsigned 16bits, nunber of audio data in this frane
/1 it doesn't include FranmeHeader data
i f( channels == 2 )
ns_st er eo; /1 unsigned 8bits, 0 for L/IR, 1 for MS
}

3.5 Scale Factor Information
Scal eFactorinfo() {
for(c=0; c<channel s; c++) {
for(z=0; z<25; z++) {

rmc][z]; /1 unsigned 4bits, Rm
if( rnmcl[z] '=0)

rsfcllz]; /1 unsigned 4bits, Rs
el se

rsfc][z] = O;

}

3.6 Audio Data — mantissa of 512 MDCT coefficients
Sign() {
ol onb- Ri ce encoded Run-1ength val ues,
signs are decoded for the scale factor bands whose Rm > 2

}

Mantissa() {
For each channel, each subband,
if( rm==0) mantissa = 0;
else if( rm== 2) decode 4 tuples of signed val ues
else if( rm== 3) decode 4 tuples of unsigned val ues
else if( rm>4 and rm <8) decode 2 tuples of unsigned val ues
el se decode fixed | ength code



4. Evaluation

First, we want to discuss the objective improvements. As we described in the encoder description,
variable length coding reduces the overall bitrate approximately 15 ~ 25%. With the proper coder
control, we achieved “effective bitrate” substantially higher than the actual bitrate. So, this simple
objective metric tells us that our coder has about 150kbps/ch quality without variable length coding at
128kbps/ch.

Although the overall quality assessment should be carried out by listening test, we didn't perform any

formal listening test. Instead, we asked a coupled of our friends to hear and evaluate our coder at

128kbps/ch and 96kbps/ch, and their responses were as follows;

- With blind test, one couldn't tell the difference between the original orchestral sample and
96kbps/ch encoded file

- Some trained listener noticed some quantization with castanets 128kbps/ch, but he said that the
artifacts were very little

- Many people mentioned that the quality of 128kbps/ch was nice, and it was quite good even with
96kbps/ch

Note that this was just an unofficial test with a few listeners using headphones in CCRMA machines.

5. Conclusions and Future Works

We have achieved our goal, a decent audio coder at the bitrate below 128kbps/ch. The main techniques
we tried were MS stereo coding and variable length coding in conjunction with proper control of coder.
Although the efficiency of the basic MDCT based coder has been improved significantly, there could
be various ways of enhancing further.

One thing we planned but didn't complete yet is applying multiple VLC codebooks for each frame;
each codebook would be generated by Golomb-Rice coding with different M factors, then the table
selection could be made by either explicitly (adding the syntax information which codebook shall be
used) or implicitly (the selection of code book is done based on predetermined rule, doesn't need
additional syntax information).

If we could have more time, we'd like to try in-depth elaborations on entropy coding; for example
recent video / image compression standards utilizes context adaptive arithmetic coding, so we believe
that the same concept could be applied to audio coding.

Last thing we want to mention is that audio coding could also take advantages of long term temporal
prediction; both the encoder / decoder have the same decoded waveform buffer, and audio data could
be predicted from that buffer with the proper displacement vector. This may causes some difficulties in
random accessing or transmission error. However, as long as this long term temporal prediction
improves coding efficiency, it would be worth while to do.
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